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ABSTRACT
Location-based applications often require field testing before launching the product. Setting up "the field" to produce various testing scenarios is often a logistical nightmare; real environments (e.g., an urban core) do not bend easily to controlled experiments. As an alternative, we wanted to explore the possibility of using virtual environments (VE) to test location-based applications. In this paper, we describe the construction of a virtual environment and the process of testing a location-based application for exiting a bus at a specific stop. Our approach is to start with an existing VE, Google StreetView, and then extend it to our needs. We discuss both the VE, and our efforts to connect it to an existing phone app.
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INTRODUCTION
Location-based applications [1,2,3] are becoming very popular to help travelers to be aware of the surrounding environment, and be more informed. Some of these applications also help travelers to navigate successfully. All these location-based applications are very helpful to get the sense of “Where am I?” and “What is around?” However, testing these applications is not always easy and time efficient. Applications that help with physical navigation [4,5] take a lot of time and effort to test in the field, i.e., in the actual situations they will be used. This led us to explore the possibility of testing location-based applications in virtual environments.

In this paper, we describe the construction of a virtual environment, and a process for testing a location-based application in this virtual environment. This virtual environment was built on top of Google StreetView. We also built a location-based application, “MyStop” that had already been tested in the field but now we wanted to test in the virtual environment. MyStop reminds a traveler to get off the bus at the next step. We demonstrate a bus riding scenario to describe the testing process for this mobile application in our virtual environment.

RELATED WORK
The real world environment can be represented with a computer programmed display to allow users to interact and explore in the synthetic world. The value of virtual reality applications for risky situations such as flight training [6] or teaching surgeons complex procedures [7] is well recognized. Turning to our interest in travel assistance, Joanne Lloyd et. al. [8] performed a study of route learning task and compared the performance of the subjects in VE with the real world subjects' performance. The result indicated equivalence between the real and virtual environments, with comparable error rates and no differences in strategy preferences.

Arthur and Hancock [9] performed a study for navigation training in virtual environments. This study unveils that spatial knowledge acquisition form navigation in VE can be similar to actual navigation when viewing condition is unconstrained.

Ruth Conroy in her PhD dissertation [10] on Spatial Navigation in immersive virtual environments tried to investigate whether we move through virtual worlds in a manner that is analogous to our behavior in the real world. In one experiment she compared the virtual navigation data to the movement observations of people made in the real visit of the indoor setup of the London Tate Gallery. This experiment found strong statistical correlation between these two data sets and concluded that in the pattern of pedestrian movement there is relationship between real and virtual space.
All these studies [8,9,10] show that participants actually exert similar kind of behaviors when put in to the virtual environments. This finding is a strong catalyst for setting up a virtual environment to test location-based applications and expect test results in virtual environments to be similar to the field test.

**MyStop**
MyStop is part of a mobile phone application to help travelers make successful transitions along an itinerary. The application is loaded and tested on a Motorola Droid phone. Travelers wear an ear bud connected to the phone, and the reminders are given by voice.

As shown in the application screen in Figure 1, the application will mirror on the screen what is played through audio. In this case, the application knows the traveler's current location by onboard GPS, knows the correct stop to get off (by loading the user profile with desired stops), and can compute the optimal time to signal the driver (by pulling the cord) and give the reminder to the user.

**VIRTUAL ENVIRONMENT**
We tested MyStop with a variety of travelers in the Eugene OR area. We had good results. However, the field testing was logistically challenging to say the least. We decided to see if similar tests could be carried out in a VE. To test MyStop in a VE, there are two pieces to consider. First, we need a VE that mimics a real bus ride. This VE can be used irrespective of whether there are phone-based applications involved. For instance, it might be used for training people on how to use the bus. (There is a critical service in most cities that trains those with a cognitive impairment to use public transportation.) We have built a first prototype of the VE. As can be seen in Figure 2, we use Google StreetView as our "outside" VE. We have extended StreetView, using its API, to detect GPS coordinates and compare them to the known GPS coordinates of all bus stops in Eugene OR. API calls to Google StreetView provide the GPS coordinates of user’s current location, and the GPS coordinates of Eugene bus stops are pre-loaded to the VE. The VE can be projected on a larger screen or displayed on a desktop screen, and in either case, users can interact with the VE by using arrow keys. When a user gets close to a bus stop, we ask if they want to board the bus.

If the traveler decides to board the bus, StreetView is replaced with a bus riding video as shown in Figure 3. This video is not part of StreetView, but was instead shot by our project team. It is played in a video-controller that we extend with potential actions by the user.

The “Pull the string to get down” button simulates the string on the bus that is used to signal the driver to request to stop at next stop. The traveler can pull the string anytime when they are on the bus. It will cause the video to pause at the next bus stop for 10 seconds and then resume playing, i.e., continue the journey along the route.
When the bus stops (i.e., the video pauses), a new button will appear: “Get down from the bus” as show in Figure 4.

![Figure 4. Bus riding video with the “Get Down” button on](image)

Bus riding video is time-sampled to match with the bus stop coordinates, and if the traveler clicks the “Get down from the bus” button, he will be placed back in StreetView at the bus stop where he exited as shown in Figure 5.

![Figure 5. Exit to Google StreetView](image)

This virtual environment can be found in this location: http://ix.cs.uoregon.edu:7340/ve.jsp

**TESTING MYSTOP**

The VE as described has no location-aware testing component. It could be used for mobile applications that do not rely on context, e.g., give periodic reminders to pay attention to surroundings. However, our interest is in testing location-aware applications like MyStop. What we would like to do is for a user to start the VE and at the same time, start the MyStop app on a real phone. (With the Droid, we can also consider using the Android emulator to show both VE and phone app simultaneously on the screen.) As we move around the VE, we want the phone app to act as if we are moving in the real environment, e.g., remind us to pull the cord when we get near our bus stop.

There are two things missing to make this happen.

1. There is no broadcast of events happening within the VE that might be of interest to a context-aware app. The critical one in our case is user location within StreetView and within the bus. One could see different information being passed out that might interest other apps, e.g., ambient light, ambient noise level. Our phone app will be useless if it does not believe it is moving on the streets or on the bus.

2. Suppose our VE is extended to provide context information to the outside. The phone app has no way of receiving it. The phone app is set up to run in the real world, with real GPS satellites. Where are the satellites in the VE?

The more difficult problem is connecting this information to apps like MyStop. It is more of a software-architecture challenge than anything else. For now, we have used a short-cut and made use of the telnet feature on every Android phone, and in particular, the fix command that allows sending arbitrary GPS coordinates to the phone. These will be used internally to alert any GPS listeners (apps) of locations. In other words, Android has built-in a means to simulate movement below the app level, and hence, no changes are needed to the app itself. One should note that (a) other sensors cannot be simulated in Android in this way, only location, and (b) Google has made no guarantees that this feature will be permanent in future versions of Android.

To make us less dependent on the fancy of hardware and software vendors of mobile devices, the other option we are exploring is the construction of context-aware apps that are "VE ready". For example, we are considering designing a Proxy location provider that will feed locations to our phone app regardless of the test environments, i.e. field or virtual. The idea is that if we opt for testing the app in the field, then the onboard GPS will be in use to provide locations to the app, and in case of VE testing, the Proxy location provider will hook up to VE for location coordinates (generated by StreetView API calls). During the app construction process, it is recognized that testing may occur in a VE. Hence, VE hooks are built-in (and not tacked on at the very end). This work is in its early stages, and we hope to have more to report at the workshop.

In conclusion, we have two current efforts: (1) validating that our MyStop testing results in the VE mirror those we received in the field, and (2) framing a software engineering model that will allow future apps to be built for VE testing.
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